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Your brain on Design Patterns. Here you are trying to learn something,

while here your brain is doing you a favor by making sure the learning doesn't stick. Your 

brain's thinking, "Better leave room for more important things, like which wild animals to 

avoid and whether naked snowboarding is a bad idea." So how do you trick your brain into 

thinking that your life depends on knowing Design Patterns?
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írrtro is Design pctttems

W elcom e to  Design P atterns
Someone has already solved your problems, in this

chapter, you’ll learn why (and how) you can exploit the wisdom and lessons 

learned by other developers who’ve been down the same design problem road 

and survived the trip. Before we’re done, we’ll look at the use and benefits 

of design patterns, look at some key object-oriented (0 0 ) design principles, 

and walk through an example of how one pattern works. The best way to use 

patterns is to load your brain with them and then recognize places in your 

designs and existing applications where you can apply them. Instead of code 

reuse, with patterns you get experience reuse.

I t  started w ith  a simple S im U D uck app 

B u t now  we need the ducks to  FLY

Remember, knowing 
concepts like abstraction, 

inheritance, and polymorphism do 
not make you a good object oriented 

designer. A design guru thinks 
about how to create flexible 
designs tha t are maintainable 

and tha t can cope with
change.
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The one constant in  software development 

Zero ing  in  on the p ro b le m ...

Separating w hat changes from  w hat stays the same
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the Observer Pattern

2  Keeping your O bjects  in th e  Know
You don’t want to miss out when something

interesting happens, do you? We’ve got a pattern that keeps your

objects in the know when something they care about happens. It’s the Observer 

Pattern. It is one of the most commonly used design patterns, and it’s incredibly 

useful. We’re going to look at all kinds of interesting aspects of Observer, like its 

one-to-many relationships and loose coupling. And, with those concepts in mind, 

how can you help but be the life of the Patterns Party?
T he  W eather M o n ito rin g  app lica tion  overview

M eet the Observer Pattern

Publishers +  Subscribers =  Observer Pattern

T he  Observer Pattern defined

T he  Power o f  Loose C oup ling

Designing the W eather Station

Im p lem enting  the W eather Station

Power up the W eather Station

Looking  fo r the Observer Pattern in  the W ild
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the Decorator Pattern

3  D ecorating  O bjects
Just call this chapter “Design Eye for the Inheritance

Guy.” We’ll re-examine the typical overuse of inheritance and you’ll learn how 

to decorate your classes at runtime using a form of object composition. Why? 

Once you know the techniques of decorating, you’ll be able to give your (or 

someone else’s) objects new responsibilities without making any code changes 

to the underlying classes.
W elcome to  Starbuzz Coffee 80

T he  O pen-C losed P rincip le 86

M eet the D ecora tor Pattern 88

C onstructing  a d rin k  order w ith  Decorators 89

T he  D ecora tor Pattern defined 91

D ecora ting  our Beverages 92
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R eal-W orld Decorators: Java I / О 100

D ecorating the java .io  classes 101

W ritin g  your own Java I / O  D ecora tor 102

Test ou t your new Java I / О  D ecora tor 103

Tools fo r your Design Toolbox 105

I  used to think real men 
subclassed everything. That was until 
I  learned the power of extension 
at runtime, rather than at compile 

time. Now look at me!
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the Factory Pattern

Baking w ith  OO Goodness
Get ready to bake some loosely coupled OO designs
There is more to making objects than just using the new operator. You’ll 

learn that instantiation is an activity that shouldn’t always be done in public 

and can often lead to coupling problems. And we don’t want that, do we? 

Find out how Factory Patterns can help save you from embarrassing 

dependencies.
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the Singleton Pattern

One-of-a-K ind O bjects
Our next stop is the Singleton Pattern, our ticket to 
creating one-of-a-kind objects for which there is only
ОПѲ instance, ѲѴѲГ. You might be happy to know that of all patterns, 

the Singleton is the simplest in terms of its class diagram; in fact, the diagram 

holds just a single class! But don’t get too comfortable; despite its simplicity 

from a class design perspective, it’s going to require some deep object-oriented 

thinking in its implementation. So put on that thinking cap, and let’s get going.

Dissecting the classic S ingleton Pattern im p lem enta tion  17 3

T he  Chocolate Factory 175

Singleton Pattern defined 17 7
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D ealing w ith  m u ltith read ing  180

Can we im prove m ultithreading? 181

M eanw hile, back at the Chocolate F a c to ry ... 183

Tools fo r your Design Toolbox 186

4 _  prS'A're a 

x a*A Г **

0 0  p a t u * ! *



table of contents

the Command pattern

Encapsulating Invocation

In this chapter, we take encapsulation to a whole new 
level: we’re going to encapsulate method invocation.
That’s right-—by encapsulating method invocation, we can crystallize pieces 

of computation so that the object invoking the computation doesn’t need to 

worry about how to do things, it just uses our crystallized method to get it 

done. We can also do some wickedly smart things with these encapsulated 

method invocations, like save them away for logging or reuse them to 

implement undo functionality in our code.

H om e A u tom ation  o r Bust

O u r firs t com m and object
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the  Adapter and Facade patterns

Being A daptive

In this chapter we’re going to attempt such impossible 
feats as putting a square peg in a round hole. Sound

impossible? Not when we have Design Patterns. Remember the Decorator

Pattern? We wrapped objects to give them new responsibilities. Now we’re 

going to wrap some objects with a different purpose: to make their interfaces look 

like something they’re not. Why would we do that? So we can adapt a design 

expecting one interface to a class that implements a different interface. That’s not 

all; while we’re at it, we’re going to look at another pattern that wraps objects to 

simplify their interface.

Adapters a ll around us 

O b ject-oriented adapters

I f  i t  walks like a duck and quacks like a duck, then it  must 
m igh t be a duck turkey w rapped w ith  a duck adap te r...

Test drive the adapter

T he  A dapter Pattern explained

A dap te r Pattern defined

O b ject and class adapters

R eal-w orld adapters

A dap ting  an Enum eration to an Ite ra to r 

H om e Sweet H om e Theater 

W atching a movie (the hard way)

Lights, Cam era, Facade!

C onstructing your home theater facade 

Im p lem enting  the sim plified  interface 

T im e  to  watch a movie (the easy way)

Facade Pattern defined

The P rincip le  o f Least Know ledge
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the Template Method Pattern

Encapsulating  A lgorithm s
We’ve encapsulated object creation, method invocation, 
complex interfaces, ducks, pizzas...what could be next?
We’re going to get down to encapsulating pieces of algorithms so that subclasses 

can hook themselves right into a computation anytime they want. We’re even 

going to learn about a design principle inspired by Hollywood. Let’s get started...
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the iterator and Composite Patterns

Well-Managed Collections
There are lots of ways to stuff objects into a collection.

4

Put them into an Array, a Stack, a List, a hash map—take your pick. Each has its 

own advantages and tradeoffs. But at some point your clients are going to want 

to iterate over those objects, and when they do, are you going to show them your 

implementation? We certainly hope not! That just wouldn’t be professional. Well, you 

don’t have to risk your career; in this chapter you’re going to see how you can allow 

your clients to iterate through your objects without ever getting a peek at how you 

store your objects. You’re also going to learn how to create some super collections of 

objects that can leap over some impressive data structures in a single bound. And if 

that’s not enough, you’re also going to learn a thing or two about object responsibility.
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tbe Stat® Tattem

The State of Things

A little-known fact: the Strategy and State Patterns were
twins separated at birth. You’d think they’d live similar lives, but the Strategy

Pattern went on to create a wildly successful business around interchangeable algorithms, 

while State took the perhaps more noble path of helping objects to control their behavior 

by changing their internal state. As different as their paths became, however, underneath 

you’ll find almost precisely the same design. How can that be? As you’ll see, Strategy 

and State have very different intents. First, let’s dig in and see what the State Pattern is all 

about, and then we’ll return to explore their relationship at the end of the chapter.

Mighty біюЫМпс
• л *« * th* GuTba'i Macbr*

frnwy

t i t r t ' i  t> *  way * *  t k lr k  tn e  C o n tro lle r r*e d i
w ork M t 'r t  kopirvj you d a * im plem ent tb u  m Java fo r  * 1  W t may 
be аао*»з м и с  L c h ir tr r  -  íu tw « , to  you n t td  t o  keep tk e

des*y» as fle*«b!e and *»amtai*abfe as рляЫ е'

- Alijbty ̂ umball řn̂neer*

< #

Ч

Java Breakers 

State machines 101 

W ritin g  the code 

In-house testing

You knew it  was co m in g .. .a change request! 

The  messy S TA TE  o f th ings...

The  new design

D e fin ing  the State interfaces and classes 

R ew orking the G um ball M achine

382

384

386

388

390

392

394

395 

398

Now, le t’s look at the com plete G um ba llM ach ine  class... 399

Im p lem enting  m ore states 

T he  State Pattern defined 

We still need to fin ish  the G um ball 1 in  10 game

F in ish ing the game

Dem o fo r the C E O  o f M ig h ty  G um ball, Inc  

Sanity check...

We almost forgot!

Tools fo r your Design Toolbox

400

406

409

410

411 

413 

416 

419



-the Proxy Pattem

Contro lling O b ject A ccess

ЕѴѲГ play good cop, bad cop? You’re the good cop and you provide

ail your services in a nice and friendly manner, but you don’t want everyone asking 

you for services, so you have the bad cop control access to you. That’s what proxies 

do: control and manage access. As you’re going to see, there are lots of ways in 

which proxies stand in for the objects they proxy. Proxies have been known to haul 

entire method calls over the internet for their proxied objects; they’ve also been 

known to patiently stand in for some pretty lazy objects.
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Testing the M o n ito r 428

Remote methods 101 433
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compound patterns

Patterns of Patterns

Who would have ever guessed that Patterns could work
together? You’ve already witnessed the acrimonious Fireside Chats (and 

you haven’t even seen the Pattern Death Match pages that the editor forced us to 

remove from the book), so who would have thought patterns can actually get along 

well together? Well, believe it or not, some of the most powerful OO designs use 

several patterns together. Get ready to take your pattern skills to the next level; it’s 

time for compound patterns.
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better living With patterns

P atte rn s  in th e  Real World
Ahhhh, now you’re ready for a bright new world filled
With Design Patterns. But, before you go opening all those new doors

of opportunity, we need to cover a few details that you’ll encounter out in the 

real world—that’s right, things get a little more complex than they are here 

in Objectville. Come along, we’ve got a nice guide to help you through the

transition...

Design Pattern defined

Looking  m ore closely at the Design Pattern de fin ition

M a y  the force be w ith  you

So you wanna be a Design Patterns w rite r

O rgan iz ing  Design Patterns

T h in k in g  in  Patterns

Your M in d  on Patterns

D o n ’t forget the power o f the shared vocabulary 

C ru is in ’ O b jectv ille  w ith  the Gang o f  Four 
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Appendix: Leftover P atterns

Not everyone can be the most popular. A lot has changed in the

last 25+ years. Since Design Patterns: Elements o f Reusable Object-Oriented 

Software first came out, developers have applied these patterns thousands of 

times. The patterns we summarize in this appendix are full-fledged, card-carrying, 

official GoF patterns, but aren’t used as often as the patterns we’ve explored so 

far. But these patterns are awesome in their own right, and if your situation calls for 

them, you should apply them with your head held high. Our goal in this appendix is 

to give you a high-level idea of what these patterns are all about.
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